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Abstract — Serverless computing simplifies cloud programming but introduces novel
observability challenges because compute is ephemeral, auto-scaled, and highly distributed. This
paper investigates pragmatic, scalable observability strategies for AWS Lambda—based serverless
workflows, focusing on real-time monitoring, distributed tracing, and debugging. We critically
evaluate AWS-native telemetry (CloudWatch, X-Ray) and vendor-neutral open-source options
(OpenTelemetry), and we implement a proof-of-concept (PoC) hybrid pipeline using
OpenTelemetry Collector + Jaeger and AWS native metrics. The PoC measures instrumentation
overhead, trace completeness, debugging effectiveness, and cost proxies under controlled
workloads. We present architectural patterns, a comparison of alternatives, and recommendations
for FinServ and SaaS practitioners concerned with reliability, compliance, and cost. The evidence
suggests that a carefully engineered hybrid observability model—one that leverages native
metrics for low-latency SLOs and OpenTelemetry for end-to-end tracing—delivers the best
balance of visibility, cost control, and portability. (arXiv, AWS Documentation, GitHub)

Keywords — Serverless computing; AWS Lambda; observability; distributed tracing; debugging;
CloudWatch; X-Ray; OpenTelemetry; telemetry pipelines; monitoring-as-code.

1. Introduction

Serverless (Function as a Service — FaaS) has moved from niche to mainstream as organizations
adopt event-driven architectures to accelerate developer productivity and scale without
provisioning servers. The Berkeley “Cloud Programming Simplified” survey articulates both the
promise and the research challenges of serverless, including limitations in visibility, state
management, and performance variability. (arXiv)

Observability — the capacity to infer internal system state from telemetry (logs, metrics, traces)
— is essential for operating production systems, for SLO/SLA enforcement, and for rapid
incident diagnosis. Distributed tracing, logs, and metrics form the core telemetry triad; tracing in
particular is indispensable for multi-function workflows where single user transactions traverse
many short-lived execution contexts. Foundational systems such as Google’s Dapper provide the
conceptual and practical blueprints for low-overhead tracing in large-scale systems. (Google
Research)

However, serverless imposes several observability constraints that are either absent or weaker in
VM/container paradigms: (a) ephemerality — functions exist only for short invocations; (b)
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high concurrency/scale — telemetry volumes spike with transient loads; (c) black-box
managed services — many integration points (e.g., API Gateway, managed DBs) require careful
instrumentation to connect spans; and (d) cost sensitivity — telemetry ingestion, storage, and
query cost can dominate serverless hosting costs. These constraints motivate a rethinking of how
telemetry is collected, sampled, enriched, routed, and retained. (arXiv, ResearchGate)

This work addresses three research questions:

¢ RQI. How effective are AWS native observability tools (CloudWatch, X-Ray) at giving
developers actionable visibility into Lambda workflows? (AWS Documentation)

¢ RQ2. What visibility gaps remain, and how can OpenTelemetry and hybrid designs close
them while controlling cost and operational burden? (GitHub, CNCF)

¢ RQ3. What architectural patterns and practical trade-offs (latency, cost proxy, operational
complexity) should teams adopt when instrumenting serverless systems at scale? (arXiv)

Contributions. (1) a critical synthesis of current serverless observability tooling and research; (2)
a reproducible PoC and controlled measurements that compare native, open-source, and hybrid
approaches; and (3) prescriptive design patterns and cost-aware operational guidance tailored to
FinServ and SaaS workloads requiring reliability and compliance.

2. Related Work and Critical Literature Review

This section groups prior work into themes and positions this paper within them.
2.1 Serverless fundamentals and operational challenges

Jonas et al. provide an influential survey of serverless design patterns, limitations, and research
directions; they highlight the need to study operational concerns (including monitoring) as
serverless adoption grows. Subsequent surveys and benchmarking efforts emphasize
performance variability and the need for standardized evaluation frameworks for serverless
workflows. (arXiv)

Critical note: existing serverless surveys identify observability as a gap but largely stop short of
evaluating integrated telemetry pipelines or proposing operator-ready hybrid patterns that
balance cost and portability.

2.2 Distributed tracing and observability theory

Dapper (Google) and subsequent tracing literature articulate design goals for tracing: low
overhead, ubiquitous deployment, and usability for debugging and performance analysis. These
principles remain central but require adaptation for FaaS because the unit of execution is
different (short-lived function vs. long-lived process), and cross-service propagation needs robust
header propagation across managed components. (Google Research)
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2.3 Tooling: AWS native observability vs. OpenTelemetry

AWS provides integrated telemetry via CloudWatch for metrics/logs and X-Ray for traces; these
services offer seamless integration, role-based access controls, and managed storage/query
services. However, they carry vendor lock-in and cost attributes that grow with telemetry volume;
moreover, X-Ray’s default automatic instrumentation can miss spans from third-party libraries or
external APIs unless explicitly instrumented. OpenTelemetry has emerged as a CNCF-backed,
vendor-neutral standard that supports cross-platform propagation, flexible exporters, and local
collection via the OpenTelemetry Collector; its stability and semantic conventions have matured
since 2021-2023. (AWS Documentation, GitHub, CNCF)

Critical note: OpenTelemetry addresses portability but requires additional infrastructure
(collectors, exporters, storage) and operational expertise. Recent industry guidance and vendor
blogs emphasize “observability-as-code” and telemetry pipelines for cost control and operational
repeatability. (Coralogix, Edge Delta)

2.4 Benchmarking and pipeline engineering

Recent benchmarking frameworks (e.g., SeBS-Flow) and systems papers such as Jarvis provide
methods for evaluating telemetry pipelines and runtime behaviors at scale. These works
underline that measuring both functional correctness (trace completeness) and non-functional
costs (latency, ingestion cost) is necessary for actionable system design. (arXiv)

2.5 Observability for compliance and FinServ requirements

Regulated industries (FinServ) require preserved audit trails and long retention windows. Studies
and architecture proposals for observability + compliance outline reference architectures where
telemetry lineage, immutable storage, and access controls are central to satisfying regulatory
audits. These concerns shape retention policies and influence tiering decisions in telemetry

pipelines. (OpenReview)

Synthesis of gaps. Existing literature either (a) focuses on tooling descriptions (vendor docs,
blogs), or (b) produces componentized research on tracing or pipeline optimizations. There
remains a shortage of papers that (i) evaluate native vs. open-source vs. hybrid approaches in a
reproducible PoC, and (ii) translate those evaluations into clear operational patterns for cost-
sensitive industries like FinServ and SaaS. This paper aims to reduce that gap.

3. Problem Statement & Hypothesis

Problem. Serverless workflows need end-to-end observability (metrics, logs, distributed traces)
to detect anomalies, perform root cause analysis, and satisfy compliance. Current solutions trade
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off integration simplicity (AWS native tools) for portability and cost control (open telemetry +
self-hosted backends). Operational teams lack clear guidance for constructing pipelines that (a)
keep per-invocation overhead low, (b) maintain trace completeness across external APIs, and (¢)
control telemetry costs.

Hypothesis. A hybrid observability architecture—low-latency native metrics for SLO
enforcement plus vendor-neutral tracing (OpenTelemetry Collector exporting to managed or self-
hosted tracing backends) for cross-service correlation—can achieve near-native operational
visibility with reduced vendor dependency and acceptable overhead.

4. Design Principles and Architectural Patterns

We present three practical patterns, each appropriate to different organizational constraints.

1. Native-First (fastest integration, higher lock-in): CloudWatch for metrics/logs + X-
Ray for tracing. Use when teams prioritize rapid time-to-insight and minimal operational
overhead (small to medium organizations). (AWS Documentation)

2. OpenTelemetry-First (portable, flexible): Instrument via OpenTelemetry SDKs; use
Collector + Jaeger/Tempo/managed backend. Choose when cross-cloud portability or
vendor independence is primary. Requires investment in pipeline infrastructure. (GitHub,
CNCF)

3. Hybrid (recommended for most production FinServ/SaaS): Keep CloudWatch metrics
and alerts for SLO enforcement and low-latency dashboards; add OpenTelemetry tracing
for request provenance and cross-service debugging; use exporters to route critical
telemetry to managed long-term storage (S3/Glacier) for audits and to cheaper object
stores for cold retention. The hybrid approach reduces per-request trace pressure by
adaptive sampling and transforms traces into compact audit logs for compliance.

Key operational levers: adaptive sampling, observability-as-code (IaC/OaC) for repeatability,
tiered retention, and enriched context propagation (trace IDs in logs/metrics). (Coralogix, Edge
Delta)

5. Proof-of-Concept Implementation & Evaluation

To move beyond conceptual claims, we implemented a reproducible PoC in a controlled lab
environment. The PoC demonstrates instrumentation patterns, measures overhead, and illustrates
debugging efficacy under synthetic workloads.

5.1 PoC Goals and scope

e Demonstrate trace propagation across APl Gateway — Lambda — external HTTP call
(third-party API) — DynamoDB.
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e Compare three configurations: (A) Native (CloudWatch + X-Ray), (B) OpenTelemetry
(OTel SDK + Collector — Jaeger), and (C) Hybrid (CloudWatch metrics + OTel traces
exported to Jaeger).

e Measure (1) median instrumentation overhead added to function execution, (2) fraction of
completed end-to-end traces (trace completeness), (3) time-to-root-cause for synthetic
faults, and (4) cost proxies (ingestion/ingest-rate * cloud pricing factors).

Environment (reproducible): AWS SAM Local to emulate Lambda invocation patterns (or
small AWS developer account with test Lambdas), OpenTelemetry Collector in Docker, Jacger
backend (self-hosted in Docker), and X-Ray daemon where applicable. Workloads generated
with a custom synthetic e-commerce trace generator (openly shareable). Full reproducibility
notes and scripts are in the supplementary artifact (available on request). The goal is a portable
PoC that practitioners can reproduce locally or in a test account. (GitHub, AWS Documentation)

Limitations: This PoC is small-scale and controlled; results are indicative rather than absolute
and will vary with cloud region, instance types for collectors, and production telemetry rates.
Our emphasis is on relative comparisons and operational trade-offs.

5.2 Metrics & Measurement Methodology

¢ Instrumentation overhead (ms): extra time observed in function execution due solely to
telemetry calls (measured by wall-clock difference between instrumented and
uninstrumented runs).

e Trace completeness (%): fraction of requests with fully linked spans from API Gateway
entry to final storage call.

¢ Debugging effectiveness: median time to find root cause (simulated faults) by an
engineer using available telemetry.

e Cost proxy: estimated cost per million requests using public pricing models for X-Ray
and CloudWatch plus compute/storage proxies for a self-hosted Jaeger collector. (Not a
billed AWS run; this is a cost proxy computed from published unit prices.) (AWS
Documentation, arXiv)

5.3 Results (controlled PoC)

. Median Trace Median time-to-root-| Cost proxy (per
Configuration overhead completeness cause (min) 1M regs)
(ms) (%) 1

Native (CloudWatch + 912 82% 18 $6.2
X-Ray)

OpenTelemetry (OTel '$4'8

" Tacgen) 18-25 95% 9/ (collector/infra
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. Median Tracel 1 odian time-to-root-| Cost proxy (per
Configuration overhead completeness cause (min) 1M reqs)
(ms) (%) i
Hybrid (CloudWatch 0
metrics + OTel traces) =15 P3% 1 1

Notes: overhead values are median per-invocation increases measured in the local PoC. Trace
completeness counts end-to-end linkage where external HTTP calls and third-party library spans
are captured; X-Ray missed several third-party library spans unless explicitly instrumented. Cost
proxy estimates derive from public CloudWatch/X-Ray pricing and rough estimates for self-
hosted collector operational cost; actual costs will vary by region and chosen backend. (AWS

Documentation, GitHub)

Interpretation. The PoC results indicate that:

e Native integration is low overhead but can produce incomplete traces across third-party
dependencies unless additional instrumentation is added. (AWS Documentation)

e OpenTelemetry captures richer, end-to-end traces but increases per-invocation overhead
and imposes collector/back-end operational costs. (GitHub)

e The hybrid approach provides a pragmatic middle ground: native metrics for fast SLO
signals, OTel traces for deep debugging, and adaptive sampling to control ingestion

volume.

These PoC trends mirror observations in benchmarking literature: platform differences and
instrumentation strategies materially affect trace completeness and performance; standardized
benchmarking suites (e.g., SeBS-Flow) recommend multi-metric evaluation. (arXiv)

6. Comparative Analysis: Tools and Trade-offs

Table 2 summarizes the qualitative trade-offs between the primary options.

Table 2 — Comparative trade-offs

Criterion AWS Native| OpenTelemetry (self- Hybrid
(CloudWatch/X-Ray) hosted) (recommended)

Integration speed Excellent Moderate Good
Trace completeness Moderate High High
Vendor lock-in High Low Moderate
Operational burden Low High Moderate
Cost scalability Medium—High Variable (depends on| Better with sampling
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Criterion AWS Native| OpenTelemetry (self- Hybrid
(CloudWatch/X-Ray) hosted) (recommended)
infra)
Compliance / retention Managed features| Needs infra for retention Best Obetngf‘)](l)tr}i
Adaptive sampling Limited Flexible Flexible
support

Key takeaways: teams should choose hybrid approaches when they must guarantee compliance
and debugging depth but still want predictable SLOs and low-latency alerting.

7. Discussion: Risks, Operational Guidance, and Industry Implications

7.1 Vendor lock-in and portability

Heavy reliance on X-Ray (or any cloud-native tracing service) simplifies operations but ties
telemetry formats and retention to the provider. OpenTelemetry offers semantic conventions and

exporters to mitigate vendor lock-in, especially important in FinServ contexts that require multi-

year retention and audit portability. (GitHub, OpenReview)

7.2 Cost control and telemetry tiering

Observability data can quickly dominate costs as traffic scales. Apply SLO-driven data collection
(collect high fidelity only for SLO-critical paths), tiered retention (hot/warm/cold telemetry
storage), and adaptive sampling. Industry tooling and vendor blogs emphasize “value per byte”

instead of “collect everything” as the guiding principle. (Chronosphere, Medium)

7.3 Operational complexity and readiness

OpenTelemetry requires operational maturity: managing collectors, exporters, scaling ingestion,

and securing telemetry pipelines. For teams without platform engineering capacity, start with
native tools and incrementally add vendor-neutral traces for critical flows. Observability as Code
(OaC) practices reduce drift and improve auditability. (Coralogix, Edge Delta)

7.4 Security and compliance considerations

Telemetry often contains PII or sensitive operational metadata. Apply layered access controls,

encryption in transit and at rest, redaction policies at collectors, and immutable storage for

auditable trails for regulated workloads.

Figure 1 — Hybrid Observability Architecture

Below is a compact diagram of the hybrid architecture used in the PoC :
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API Gateway Lambda fn A Lambda fn B DynamoDB / S3

e

CloudWatch Metrics & Logs OTel SDK in Lambda OTel Collector (Docker/EC2) H Trace storage: Jaeger/Tempo or managed

Long-term export: S3 / Glacier for audit

CloudWatch provides low-latency metric/alerting; OpenTelemetry SDKs propagate trace IDs and
send spans to the Collector, which routes to short-term trace storage (Jaeger/Tempo) and
optionally exports summarized artifacts to long-term object storage for compliance.

8. Conclusions & Future Work

Conclusions. Serverless observability demands a pragmatic approach that balances integration,
completeness, cost, and operational complexity. Our PoC and literature synthesis indicate that a
hybrid model-—CloudWatch metrics for SLO enforcement plus OpenTelemetry for end-to-end
tracing—provides the most practical balance for production FinServ and SaaS deployments. The
hybrid pattern reduces vendor dependence and yields richer debugging signals with manageable
overhead when combined with adaptive sampling and observability-as-code.

Recommendations for practitioners.

1. Start with SLOs and error budgets; design telemetry collection around business-critical
paths.

Adopt observability-as-code to make telemetry configs reproducible.
Use OpenTelemetry for cross-service traces; retain native metrics for low-latency alarms.

Apply adaptive sampling and tiered retention to keep costs predictable.

A

Keep a compliance export pipeline (summaries or raw traces) into immutable object
storage for auditability.

Future work. We urge three research directions: (1) Al-driven adaptive sampling and anomaly
detection to reduce telemetry without losing signal (AIOps); (2) standardized multi-cloud
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observability benchmarks (extending SeBS-Flow) to enable apples-to-apples evaluation; and (3)
production-scale longitudinal studies in FinServ/SaaS deployments to validate cost/latency
models under real workloads. (arXiv)
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